# Chapter 11 – Modules and Testing

## 11.1 Making and using modules

V is a very modular language. Creating reusable modules is encouraged and is very simple. Modules are called libraries or packages in other languages.

To create a new module, create a directory with your module's name and .v files with code:

cd ~/code/modules // wherever you want to create a module e.g. /home/user

mkdir mod1 // same name as the module name

Start editing the file: mod1/mod1.v

In mod1.v you code:

**module mod1**

**fn init() {}**

**pub** fn say\_hi() {

println('hello from module mod1!')

}

pub tells us that the function say\_hi() is exported: it can be used in another module, outside of the module mod1.

The init() function is optional: it can contain code that is executed when the module is imported in another program; it cannot be public (pub).

v.mod:

(?? Not obligatory)

The properties and dependencies of a module can be describes in a v.mod file. This is a JSON text file containing minimally:

#V Project#

Module {

  name: 'project1',

version: '0.0.1',

  description: 'description of project1',

  dependencies: []

}

If you want to create a binary mod1.o file, build it with v build module ~/code/modules/mod1 (you have to give the complete path to the module).

Header files: extension **.vh**

(??) This *creates a module header file* mod1.vh (temporarily), in the folder $HOME/.vmodules. This is removed, and then the binary file mod1.o is created in .vmodules/~/code/modules/mod1 in your home directory.

v uses header files for precompiled modules. They are very different from C header files, almost closer to a definition file: they contain the declarations and signatures of the module structs and functions. (?? Why are they automatically removed)

Here is an example: (see strings.vh)

// vlib/strings module header

module strings

struct Builder {

  mut :

  buf []byte

  pub :

  len int

}

fn repeat (c byte, n int) string

fn new\_builder (initial\_size int) Builder

fn (b mut Builder) write (s string)

fn (b mut Builder) writeln (s string)

fn (b mut Builder) str () string

fn (b mut Builder) free ()

fn levenshtein\_distance (a, b string) int

fn levenshtein\_distance\_percentage (a, b string) f32

fn dice\_coefficient (s1, s2 string) f32

(?? Nov 11:

Windows 10:

Building module "mod1" (dir="mod1")...

V error: mod1 doesn't exist)

Building module "E:.Vlang.The\_Way\_to\_V.Chapter\_11\_Modules\_and\_Testing.mod1" (dir="E:\Vlang\The\_Way\_to\_V\Chapter\_11\_Modules\_and\_Testing\mod1")...

Generating a V header file for module `E:\Vlang\The\_Way\_to\_V\Chapter\_11\_Modules\_and\_Testing\mod1`

V panic: failed to create file "**C:\Users\CVO\.vmodules**\E:\Vlang\The\_Way\_to\_V\Chapter\_11\_Modules\_and\_Testing\mod1.vh"

print\_backtrace\_skipping\_top\_frames is not implemented on this platform for now...)

Works on Linux: v build module /home/ivo/mod1

* Building module “mod1” (dir = “/home/ivo/mod1”)…

Generating a V header file for module “/home/ivo/mod1”

Building /home/ivo/**.vmodules**/home/ivo/**mod1.o**

That's it, you can now use it in your code (use\_mod1.v):

**import mod1**

fn main() {

**mod1.say\_hi()**

}

When a project uses facilities from other modules, it has to import them. For example: if it wants to use functionalities from module mod1, it can do so by importing that module: import mod1

You import a module, not a file. Modules can’t have global variables. Imported modules are compiled statically into a single executable, compilation is fast, so recompilation is not a problem.

This also works on Windows:

v using\_mod1.v // -> create an executable using\_mod1, compiling and linking in the code from module mod1

using\_mod1 // => 'hello from module mod1!

Test: if pub is removed from say\_hi(): panic: using\_mod1.v:4, function `mod1.say\_hi` is private

You can have as many .v files in mod1/ as you want, but the convention is to have one source file with a name identical to the module name. It is this file which should contain the init() function if that is needed. Other files in this module folder can have different names. All files that are part of the module must start with module mod1. Every source file belongs to one (and only one) module. All modules are compiled statically into a single executable.

Note that you have to specify the module name every time you call a public function from it, as in mod1.say\_hi(). This may seem verbose at first, but it makes code much more readable and easier to understand, since it's always clear which function from which module is being called, especially in large code bases.

Submodules and module alias with as:

You can also create submodules in subfolders. They are *independent modules*, which are just organized in a hierarchical fashion under the namespace of the containing module. You can import them like this:  
folder structure: module1/submodule2/ => import module1.submodule2  
or  
folder structure: module1/submodule2/ => import module1.submodule2 as sm

Access nested modules via dot notation, example: import math.complex

For readability, module names should be short (like the vlib modules `net`, `os`, `gg`, `gx`, etc), under 10 characters.

Here is an example taken from vlib: base64\_test.v contains the tests for module base64.

In order to test the base64 functionality, base64\_test.v needs to do an import encoding.base64; this imports the code from module base64, which is contained in vlib/encoding/base64.v

base64.v: module base64

// rest of the code

fn decode(data string) string { }

base64\_test.v: import encoding.base64

fn test\_decode() { }

Question: Give base64 the alias b64 and import it

Answer: import encoding.base64 as b64

Importing several modules:

The import of more than one module can also be abbreviated.

Instead of:

import os

import time

write:

import (

  os

  time

)

This is like the mandatory const notation.

Module main: Programs, unlike libraries, need fn main, an entry point. It must be defined in a module main. If your program has more than one source file, you need to use module main in each of the files. If your program has only one source file, you don’t need to use module main. We have also seen that in that case you can often leave out the main() function itself. (?? Example)

Name conflicts are eliminated:

If the same function name exists in two different modules with different code, then the module name acts like a namespace since you prefix the function name with the module name when you call it, as in: mod1.say\_hi() and mod2.say\_hi() . The two say\_hi() functions will not conflict with each other, because they exist in two different modules and the module name prefix disambiguates them to the compiler. That also works well for external libraries you download to use in your code.

*You must always specify the full path, collisions are impossible.*

Cyclic dependencies between modules:

Suppose that module a imports b and module b imports module c, and for some reason module c needed a function from module a and imports it. This cyclic dependency is not allowed by the V compiler.

Modules can import other modules, but circular imports are not allowed

The design of the application has to be changed or cleaned up to remove circular imports.

Using multiple modules:

Here is an example of using 2 modules, which alse demonstrates the use of the init() function:

Folder structure:

app.v

modulea/modulea.v

moduleb/moduleb.v

modulea/modulea.v:

module modulea

fn init() {

  println('Initializing module a!')

}

pub fn hello() {

print('Hello ')

}

moduleb/moduleb.v:

module moduleb

fn init() {

  println('Initializing module b!')

}

pub fn world() {

println('world!')

}

app.v:

import modulea

import moduleb

modulea.hello()

moduleb.world()

v run app.v ============ running app ============

Initializing module a!

Initializing module b!

Hello world!

Some remarks:

* Unused module errors are warnings in non-production builds and errors in production builds:

warning: using\_mod1.v:1:6: the following imports were never used:  \* modulea

* Modules are cached for faster compilation
* The V compiler is now itself a module that can be used by other programs.

Other examples of constructing modules:

§ 14.2 B. shows how a more realistic module is developed, using the Open Weather Map web service, the *owmw* module.

## 11.2 Visibility outside of a module

We now that inside a module, variables are by default immutable, and local to the functions in which they are defined. Struct fields are also private and immutable by default, making structs immutable as well. To export constants, types, structs and functions, we need the pub keyword.

pub fn public\_function() {

}

fn private\_function() {

}

Structs and constants: are only known in the module in which they are defined (so they are private to their parent module). So if you want to export (make public) a struct Example, you have to write: pub struct Example

Different combinations pub and mut (so called *access modifiers*) can change the access to struct fields. There are 5 possible options:

struct Example {

a int // immutable, read-only field, not visible outside this module (the parent module)

mut: // mutable inside this module only, not visible outside this module

b int

c int

pub: // visible outside this module (public or exported), but read-only

d int

pub mut: // visible outside this module, and mutable

e int

\_\_global: // public and mutable both outside and inside the parent module

f int

}

\_\_global: This is not the same as global variables; V doesn’t have them. This is only for struct fields.

This option is not recommended to use.

?? see *visibility.v* , but compilation error (Nov)

For example, here's how the string type is defined as a struct in the builtin module:

struct string {

str byteptr

pub:

len int

}

It's easy to see from this definition that string is an immutable type.The byte pointer with the string data is not accessible outside builtin at all.The len field is public, but read-only:

fn main() {

str := 'hello'

len := str.len

str.len++ // <- compile error:

}

This gives the error: cannot modify immutable field `len` (type `string`)

mutable\_struct.v shows the behaviour inside the parent module:

struct Point {

    x int

mut:

    y int

}

fn main() {

    mut point := Point{x:10, y:20}

    // point.x++ // won't compile: cannot modify immutable field `x` (type `Point`)

    point.y++ // OK

    println(point)

}

/\*

{

    x: 10

    y: 21

}

\*/

Examples of exported struct fields: ??

## 11.3 Testing a module

It is good practice to separate the test code from the real production code of an app or module, in fact V forces you to do so (see dnc\_sum\_test.v).

V separates the test files of a project in files that are named as **\*\_test.v**, for example: hello\_test.v

These test files contain the test functions, whose name starts with **test\_** , for example: test\_hello

Within these functions, assert is used to test the equality of expressions:

if assert returns true, the test succeeds; if it returns false, the test fails.

For example, to test the function hello() in the following module hello, which lives in a file hello.v in the folder hello:

Listing 9.3A hello.v:

module hello

pub fn hello() string {

  return 'Hello world'

}

We write a test function test\_hello() in hello\_test.v, which sits in a folder at the same level as the subfolder hello. To have the hello() functionality, we need to import hello:

Listing 9.3B hello**\_test**.v:

import hello

fn **test\_**hello() {

**assert** hello.hello() == 'Hello world'

**assert** hello.hello() == 'Hello world!' // failing assertion

}

To run the tests do: v hello\_test.v

Which gives as output:

(module hello and file hello\_test.v are compiled, and the test\_ functions are executed)

hello\_test.v:5: **FAILED assertion**

Function: test\_hello()

Source : assert hello.hello() == 'Hello world!'

With the failed assert commented out, we get no output, so everything is ok!

For a 2nd example: see *sum\_test.v* and *module sum*

Built-in tests

Vlib contains a lot of built-in tests, which are executed all in one series with the command: v test v

If you want to specifically test only one file, for example array\_test.v in c:\v\vlib\builtin>, you can do: v array\_test.v

Try out some more built-in testsn and look at the code!

To test an entire module mod1 do:  v test mod1

v test mod1

Testing...

----------------------------------------------------------------------------

0 ms | <=== total time spent running V \_test.v files

ok, fail, total = 0, 0, 0

To add some tests, first code the following function in mod1.v:

pub fn say\_hi\_str() string {

  return 'hello from mod1!'

}

Then add the test code in mod1\_test.v:

import mod1

fn test\_say\_hi\_str() {

    assert mod1.say\_hi\_str() == 'hello from mod1!'

    // assert mod1.say\_hi\_str() == 'Hello world!'

}

v test mod1 is ok, if you uncomment the 2nd line, you get a failed assertion.

## 11.4 Package managers and installing modules

To provide for a flourishing ecosystem of modules, V has an easy to use and centralized package manage, which is called vpm

vpm is a program which can be found in [path\_to\_v]\tools (for example: c:\v\tools\vpm.exe)

The repository can be found at: <https://vpm.best/> (same as <http://vpm.vlang.io./> ).

At the time of writing (Nov 2019), this contains 37 modules.

![](data:image/png;base64,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)

A module has a 2-part name: creator.modname, for example: *nedpals.args*

Clicking on a module leads you its GitHub repo (<https://github.com/nedpals/vargs>)

v package management commands:

First compile vpm with: c:\v\tools> v vpm.v

Then vpm –h shows:

Usage:

b) v search keyword1 [keyword2] [...]

c) v install module [module] [module] [...]

d) v update [module] [...]

e) v remove [module] [...]

You can also pass -h or --help after each vpm command from the above, to see more details about it.

Here is some more explanation:

?? search keywords Search the https://vpm.vlang.io/ module repository for matching modules and shows their details.

**install** <module> Install a user module from https://vpm.vlang.io/.

?? update [module] Updates an already installed module, or ALL installed modules at once, when no module name is given.

?? remove [module] Removes an installed module, or ALL installed modules at once, when no module name is given.

Installing a module:

This can be done directly from the v command line.

Installing modules is as easy as: v install creator.modname

This installs the source code of the module in folder .vmodules in your home directory, ready for use in your own app.

A module modname is installed by downloading its source code to a $HOME/.vmodules**/**modname

If it is a submodule mod1/mod2, its source code is stored in $HOME/.vmodules/mod1/mod2

Examples:

c:\v>**v install nedpals.args**

Installing module "nedpals.args" from https://github.com/nedpals/v-args to C:\Users\CVO\.vmodules/nedpals/args ...

🡪 in folder .vmodules the source code from the module is stored in subfolder nedpals/args

c:\v>v **install regex**

On Windows:

Installing module "regex" from https://github.com/ShellBear/v-regex to C:\Users\CVO\.vmodules/regex ...

🡪 in folder .vmodules the source code from the module is stored in subfolder regex

On Linux:

Installing module "regex" from https://github.com/ShellBear/v-regex to /home/ivo/.vmodules/regex ...

🡪 in folder .vmodules the source code from the module is stored in subfolder regex

Submitting your V module:

This takes a couple of seconds. After authorizing vpm to access your GitHub repo, you only have to fill in this form:
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Vpkg: (?? Still used)

Vpkg is an alternative package registry for managing and publishing your V modules, currently (Nov 2019) containing 43 modules: <https://vpkg-project.github.io/registry/>

This site contains the installation instructions: <https://github.com/vpkg-project/vpkg>

To install a module, give the command: vpkg get v-bitmap

'vpkg' is not recognized as an internal or external command, operable program or batch file.

Other repositories:

* <https://vlang.io/#software>
* The awesome-v site: <https://github.com/vlang/awesome-v>
* <https://github.com/proyb6/awesome-v> (??)

For concrete examples of using one or more external modules in your own app, see chapter 14:

* 14.2 OWMW: an API wrapper for Open Weather Map, §14.2 C

We also give an overview of some interesting external modules and how to use them.